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1. Project Establishment

1.1 Purpose

The purpose of Project Establishment is to build up a team and make a team contract, to plan the project, to identify the risk list and to develop iteration plan for inception. 
1.2 Overview of activities

In Project Establishment phase we will do the following activities:

· Plan project
· Team building and contract
· Identify the risk list

· Develop iteration plan for inception

1.3 Plan project 

Based upon the risk list no.1 (see later) we have made a project plan.
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Establishment milestone: The establishment of the group and project is finished. We have started on the report and finished the things to be done in the project establishment phase. A project plan, a team contract, a risk list and an iteration plan for inception has been made. According to checklists the above artifacts fulfill the quality demand. 
Objectives milestone: All Actors and Use cases have been found. Also a structure of the use case model is made. An iteration plan for Elaboration phase E1 is made. Documentation on inception phase is stated in the report.

GUI File milestone: The Domain Model has been developed. Analysis and design of the GUI part of the system has been made, and has been implemented. Iteration plan for Elaboration phase E2 is made. Documentation on elaboration phase E1 is stated in the report. 
GUI Database milestone: Analysis, design and implementation of use cases that works from GUI to Database is finished. All documentation on the whole project is stated in a finished project report. 
1.4 Team building and contract
1.4.1 Introduction

 We are 3 in our team: Lasse L. Nielsen, Dennis K. Nielsen and Tatjana Ivancova.

	Name
	E- mail
	Phone
	Address

	Lasse L. Nielsen
	 Lanie9@rhs.dk
	 28449707
	Byagervej 15, Tune – 4000 Roskilde 

	Dennis K. Nielsen
	 dkn@ruc.dk
	28870053
	Roskildevænge 59, 2.tv. – 4000 Roskilde

	Tatjana Ivancova
	roza5@one.lv
	4531127715
	Margrethevej 27, Ejby – 4070 Kirke Hyllinge


Lasse - 21 year old. I like working with and exploring the world of computers. Both hardware and software has my interest and I’ve have tried both making homepages and databases earlier. Also assembling computers I sometimes do. 
Dennis - 34 year young and father of 3 kids. I’m working full time at Roskilde University at the apartment for International Development Studies as IT assistant. Mostly hardware and software supporting. Further more I take care of the institute’s web page www.ruc.dk/inst3 which I take care of after working hours due to too much work in the normal working hours. 

I’m attending school course all my working experience is self studied (self-made man) which does not pay much,  so the institute give me time off for attending school so I can get papers and then get paid the rightfully sum for the work I’m doing. 

Tatjana - I’m 31 year. I’m from Latvia. Come to Denmark around 3 years ago like agricultural trainee. Computer science is new stuff for me. Before I have been study agriculture and in 2004 finish Latvian University of Agriculture. Now I try something different. 

I also attempt language courses in the evening in Roskilde Language Center. 
1.4.2 Team Goals
· Finish the project on time

· Learn more about the development of a system 

· Get a grade of at least 10
1.4.3 Working hours
This schedule shows the estimated time use in the weeks of the project. If it is necessary to use extra time (e.g. weekends/holidays) we will agree on this later, and update the schedule. 
   Week 38, 44, 47, 48, 49, 50
	Monday
	Tuesday
	Wednesday
	Thursday
	Friday

	 
	 
	 
	 
	 

	8.20-14.00
	8.20-14.00
	8.20-14.00
	8.20-14.00
	8.20-14.00

	 
	 
	 
	 
	 


In the project weeks we will have 2 weekly meetings with our supervisors to get feedback on what we have made, and also to get some new ideas or inputs for our project to become better. 
1.4.4 Working place
We will work on the project at the school (Roskilde Handelsskole), and only if necessary we will do it in another place, perhaps at home at a group member. 

1.4.5 Roles

Normally UPEDU-roles are distributed out among group members based on their professional skills, but because it is the first time we are doing this kind of project, we have decided that we will all participate in all roles. The roles are: 

Analyst role – LTD (Lasse, Tatjana, Dennis) 
Designer role – LTD
Implementer role – LTD
Integrator role – LTD
Tester role – LTD
Change Control Manager role – LTD
Configuration Manager role – LTD
Project Manager role – LTD
Reviewer role – LTD
Any other role – LTD
1.4.6 Team contract


	


1.5 Identify the risk list

The following risk list uses these conventions:

Magnitude: 
Risks are ranked from 1 to 10. 1 is the lowest risk and 10 is the highest risk. Ranking is based upon the criticality of the risk and the probability of the risk occurring.

Description:

Brief description of the identified risk.

Impact: 

C – Critical (Affects all projects functionalities and baselines.)

H – High (Affects stakeholders needs and major product functionalities.)

M – Medium (These risks are subject to contingency but most of the times, a mitigation plan will be established in order to avoid the risk.)

L – Low (Generally these are risks for which Risk Acceptance strategies will be held or quick mitigation plan will be implemented. Usually the team will decide to live with the risk as a contingency.)

Mitigation/Contingency:
Plan to live with or avoid/transfer the risk.

	<Risk 1> - Database Knowledge

	Magnitude
	Description
	Impacts
	Mitigation Strategy / Contingency Plan

	5
	Lack of knowledge on architecture in databases


	M
	Focus in early iteration of Elaboration


	<Risk 2> - Member Departure

	Magnitude
	Description
	Impacts
	Mitigation Strategy / Contingency Plan

	2
	Lack of team members in case of illness or the departure of a team member (for any reason)


	C
	Review Milestones as quick as possible and reassign work. Being able to continue the work done by another team member


	<Risk 3> - Hardware

	Magnitude
	Description
	Impacts
	Mitigation Strategy / Contingency Plan

	2
	Computers or printers at school are non-functional. The schools computer network is not working so login is impossible.
	C
	Talk to system administration and project supervisor. If the system continues to not work, we will go home to a group member who has a computer, and continue working.


	<Risk 4> - Group member who holds documents is absent

	Magnitude
	Description
	Impacts
	Mitigation Strategy / Contingency Plan

	2
	The group member holding all project documents is absent. 
	C
	To avoid this risk, all project documentation will be uploaded to BlackBoard at the end of working hours. 


1.6 Develop iteration plan for inception
Below is displayed the iteration plan for the inception phase. It shows the activities to be done, and what day the activity takes place. Working hours are estimated. 
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Task Name


Duration


Work


Start


1


Inception


5 days


37 hrs


Mon 10/31/05


2


Elicit stakeholders requests


1 day


2 hrs


Mon 10/31/05


3


Find actors and Use-Cases


1 day


5 hrs


Mon 10/31/05


4


Structure the Use-Case Model


1 day


8 hrs


Tue 11/1/05


5


Detail a Use-Case


1 day


8 hrs


Wed 11/2/05


6


Revise the project plan


1 day


4 hrs


Thu 11/3/05


7


Revise the risk list


1 day


2 hrs


Thu 11/3/05


8


Develop iteration plan for Elaboration It1


1 day


4 hrs


Fri 11/4/05


S


M


T


W


T


F


S


S


Oct 30, '05


Nov 6, '05




IDTask NameDurationWorkStart

1Inception5 days37 hrsMon 10/31/05

2Elicit stakeholders requests1 day2 hrsMon 10/31/05

3Find actors and Use-Cases1 day5 hrsMon 10/31/05

4Structure the Use-Case Model1 day8 hrsTue 11/1/05

5Detail a Use-Case1 day8 hrsWed 11/2/05

6Revise the project plan1 day4 hrsThu 11/3/05

7Revise the risk list1 day2 hrsThu 11/3/05

8Develop iteration plan for Elaboration It11 day4 hrsFri 11/4/05

SMTWTFSS

Oct 30, '05Nov 6, '05


1.7 Conclusion on project establishment

In the Project establishment phase we have made all the preparing for the whole project. As a team we have discussed and agreed on what to do in the project period, and worked hard to reach our common team goals. Furthermore we have structured our work by doing a lot of planning.  

We have reached the goals of the establishment milestone. The artifacts of the establishment milestone we have made and the quality of these is good. 
2. Inception phase
2.1 Purpose

The purpose of Inception phase is to state the system requirements and the boundary of the system, find the actors and use cases. 
2.2 Overview of activities
As stated in the Iteration plan we will do the following activities in Inception phase:

· Revision on Project Establishment

· Do business analysis

· Elicit stakeholders requests

· Find actors and Use Cases

· Structure the Use Case Diagram
· Detail the Use Cases

· Revision of project plan and risk list

· Develop iteration plan for Elaboration, E1

2.3 Revision on Project Establishment

After having talked to our supervisors, we have started Inception phase correcting the report according to the advices given by our supervisors. These changes include a graphical change of our project plan plus we have now described the milestones. 
We have added a team contract for all group members to sign, and our Risk list we also revised and updated with more risks found. Furthermore we corrected some small typing errors and some small graphical changes concerning the overall look of the project report. 
2.4 Do business analysis

Customers and competitors

Customers

The customers of Fantasy Library Events are grouped in two segments. There are single artists and there are organizations. Single artists are i.e. painters, writers, authors, singers, performers, healer etc. Organizations can be of all kinds i.e. sports union or painters union. 

The Event facility at the library is mainly used by local people or organizations, but is also available for people from out of town.

Competitors

Fantasy Library Events has no major competitors. But small competitors are banks, hotels, the city hospital and theatres and cinemas. 

Offering

Fantasy Library Events offers the service of renting out room and wall space for all kinds of events i.e. exhibitions, speakers, meetings & concerts. 

Customers pay a fee for the renting rooms and wall space.

Activities & Organizations

The main activity of the Fantasy Library Events (FLE) is taking care of reservations. Another main activity is the sale of goods and merchandise during exhibitions. A manager is responsible for the overall of FLE and by his side he has a secretary who is taking care of the reservations - and any other employee is in charge of the selling activity. The manager is also responsible for the communication with customers when they arrive at the Fantasy Library. 

Supporting activities at the FLE is making the room ready (putting up chairs, tables etc.), the decoration of rooms when wished upon, and the cleaning of rooms afterwards. The manager is not doing these things, but he is responsible for putting it to action. 

Resources and competencies

The financial situation at Fantasy Library Events is good. As Fantasy Library Events has existed for many years, they have competency and expertise in renting out room and wall space. 

Factor markets & suppliers

The Fantasy Library has no “real” suppliers. But in order to get rooms decorated and cleaned, the FLE must hire cleaning personnel and decorators. 

2.5 Elicit stakeholders requests
The users at Fantasy Library Events are Manager and Secretary.  

We have made a business analysis, and based upon this analysis we have found the users requests. 
Secretary: registration of reservations, artists, payments
Manager: registration of rooms, manage reservations, manage supporting activities

A third actor could be an Artist or a Guest at the library who wants i.e. to search for events. We know these two actors also exist, but we have decided to limit our focus to the administration part of the system. 

2.6 Find Actors and Use Cases

To find actors and use cases we have used the Case Presentation in the Project charter to get inputs for possible use cases. 
Primary Actors:

Manager / Secretary

Use Cases:

· UC1: Search for available room

· UC2: Register Event Reservation
· UC3: Cancel Event Reservation
· UC4: Search for Artist
· UC5: Search for Event

· UC6: Register Room
· UC7: Register employee

· UC8: Register closing of Event
· UC9: Register arrival of Artist
· UC10: Register payment of Event

· UC11: Register sale of merchandise

· UC12: List all artists

· UC13: List all rooms

· UC14: List all reservations

· UC15: List reservations on room
· UC16: Edit Artist Information

· UC17: Edit Room Information
· UC18: Delete employee

· UC19: Register Artist

· UC20: Edit employee

· UC21: Edit Event Reservation

· UC22: Search employee

There are many use cases, some of them more critical to the system than others. According to UPEDU you should only look at the most critical use cases in the inception phase. We have found that the most critical use cases are:
· UC6: Register Room
· UC7: Register Employee

· UC19: Register Artist

· UC2: Register Event Reservation

We have chosen to put our focus on the reservation part of the system. The reason why we find these use cases critical is because they create the basis for making a reservation. 

The creation of a reservation we will not focus on until Elaboration phase E1. 

2.7 Structure the Use Case Diagram
Here we display the use case diagram which shows the interaction between use cases and actors. There are no collapsed use cases – one use case belongs to one actor. 
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To get an easier overview we have also made a table displaying the same as the above drawing. 

	Use Case
	Primary Actor

	UC1: Search for available room
	Secretary

	UC2: Register Event Reservation
	Secretary

	UC3: Cancel Event Reservation
	Secretary

	UC4: Search for Artist
	Secretary

	UC5: Search for Event
	Manager

	UC6: Register Room
	Manager

	UC7: Register employee
	Manager

	UC8: Register closing of Event
	Secretary

	UC9: Register arrival of Artist
	Manager

	UC10: Register payment of Event
	Secretary

	UC11: Register sale of merchandise
	Secretary

	UC12: List all artists
	Manager

	UC13: List all rooms
	Manager

	UC14: List all reservations
	Manager

	UC15: List reservations on room
	Manager

	UC16: Edit Artist Information
	Secretary

	UC17: Edit Room Information
	Manager

	UC18: Delete employee
	Manager

	UC19: Register Artist
	Secretary

	UC20: Edit Employee
	Manager

	UC21: Edit Event Reservation
	Secretary

	UC22: Search Employee
	Manager


2.8 Detail the Use Cases

Here we detail the use cases which we have found was most critical to the system. The use cases are described fully dressed.

UC6: Register room

Scope: Fantasy Library Events

Level: user goal

Primary actor: Manager

Stakeholders and Interests:

Preconditions: None

Post conditions: Room is recorded

Main Success scenario:

1. Manager starts new room registration.

2. Manager enters a room number, a room description and a renting price.
3. System presents room information.

4. Manager confirms room information.

5. System records room information.

UC7: Register employee
Scope: Fantasy Library Events

Level: user goal

Primary actor: Manager

Stakeholders and Interests:

Preconditions: None

Post conditions: Employee is recorded

Main Success scenario:

1. Manager starts new Employee registration.

2. Manager enters employee Id, cprNo, name and address.

3. System presents employee information.

4. Manager confirms employee information.

5. System records information. 

UC19: Register Artist

Scope: Fantasy Library Events

Level: user goal

Primary actor: Secretary

Stakeholders and Interests:

Preconditions: None

Post conditions: Artist is registered

Main Success scenario:

1. Artist wants to be registered.

2. Secretary starts new artist registration.

3. Secretary enters artist Id, cprNo, name, address, phone, e-mail, regYear and state.

4. System presents artist information.

5. Secretary confirms artist information.

6. System records artist information.

UC2: Register event reservation

Scope: Fantasy Library Events

Level: user goal

Primary actor: Secretary

Stakeholders and Interests:

Preconditions: None

Post conditions: Reservation is recorded

Main Success scenario:

1. Artist wants to reserve a room.

2. Secretary starts new reservation.

3. Secretary enters artist Id, room no & reservation date.

4. System presents reservation information.

5. Secretary confirms reservation information.

6. System records reservation information.

2.9 Revision of project plan and risk list
We have revised our project plan and found an error. Second Elaboration phase E2 was set to last 3 weeks. But then we only have 1 week for Elaboration phase E1. Therefore we have changed the date for our GUI File Milestone from 25th of November to 2nd of December, giving us 2 weeks for each Elaboration phase.
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We have also found more risks to the progress of our project. These risks were found during our daily working hours, because they actually affected our working process. 
	<Risk 5> - Lack of software knowledge

	Magnitude
	Description
	Impacts
	Mitigation Strategy / Contingency Plan

	2
	Lack of knowledge in the software programs we use i.e. 
MS Visio and MS Project.
	C
	Because of the more time used on problem solving, we have to expand our daily working hours. 


	<Risk 6> - Not being able to speak with supervisors

	Magnitude
	Description
	Impacts
	Mitigation Strategy / Contingency Plan

	2
	Supervisors not at school, or busy doing something elsewhere.
	C
	Try to contact supervisors by e-mail and/or phone to establish a meeting as soon as possible, and then continue the project putting focus elsewhere. To limit the risk further we also have fixed appointments with our supervisors.


2.10 Iteration plan for Elaboration E1

Below we have displayed the iteration plan for Elaboration E1 as we expect it to be. Working hours are estimated. 
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Task Name


Duration


Work


Start


1


Elaboration E1


10 days


68 hrs


Mon 11/21/05


2


Business Modelling


1 day


5 hrs


Mon 11/21/05


3


Develop Domain Model


1 day


5 hrs


Mon 11/21/05


4


Requirements


1 day


4 hrs


Mon 11/21/05


5


Detail UC6: Register Room


1 day


1 hr


Mon 11/21/05


6


Detail UC7: Register Employee


1 day


1 hr


Mon 11/21/05


7


Detail UC19: Register Artist


1 day


1 hr


Mon 11/21/05


8


Detail UC2: Register Event Reservation


1 day


1 hr


Mon 11/21/05


9


Analysis and Design


4 days


28 hrs


Tue 11/22/05


10


Architectural analysis


1 day


8 hrs


Tue 11/22/05


11


Use Case analysis


1 day


4 hrs


Wed 11/23/05


12


Use Case Design


1 day


4 hrs


Wed 11/23/05


13


Class Design


1 day


8 hrs


Thu 11/24/05


14


GUI Design


1 day


4 hrs


Fri 11/25/05


15


Implementation


5 days


26 hrs


Fri 11/25/05


16


Plan coding


1 day


4 hrs


Fri 11/25/05


17


Coding of classes


4 days


20 hrs


Mon 11/28/05


18


Unit testing


4 days


2 hrs


Mon 11/28/05


19


Management


1 day


5 hrs


Fri 12/2/05


20


Revise the project plan


1 day


1 hr


Fri 12/2/05


21


Revise the risk list


1 day


1 hr


Fri 12/2/05


22


Develop Iterationplan for Elaboration E2


1 day


3 hrs


Fri 12/2/05
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IDTask NameDurationWorkStart

1Elaboration E110 days68 hrsMon 11/21/05

2 Business Modelling1 day5 hrsMon 11/21/05

3 Develop Domain Model1 day5 hrsMon 11/21/05

4 Requirements1 day4 hrsMon 11/21/05

5 Detail UC6: Register Room1 day1 hrMon 11/21/05

6 Detail UC7: Register Employee1 day1 hrMon 11/21/05

7 Detail UC19: Register Artist1 day1 hrMon 11/21/05

8 Detail UC2: Register Event Reservation1 day1 hrMon 11/21/05

9 Analysis and Design4 days28 hrsTue 11/22/05

10 Architectural analysis1 day8 hrsTue 11/22/05

11 Use Case analysis1 day4 hrsWed 11/23/05

12 Use Case Design1 day4 hrsWed 11/23/05

13 Class Design1 day8 hrsThu 11/24/05

14 GUI Design1 day4 hrsFri 11/25/05

15 Implementation5 days26 hrsFri 11/25/05

16 Plan coding1 day4 hrsFri 11/25/05

17 Coding of classes4 days20 hrsMon 11/28/05

18 Unit testing4 days2 hrsMon 11/28/05

19 Management1 day5 hrsFri 12/2/05

20 Revise the project plan1 day1 hrFri 12/2/05

21 Revise the risk list1 day1 hrFri 12/2/05

22 Develop Iterationplan for Elaboration E21 day3 hrsFri 12/2/05

SMTWTFSSMTWTFSS

Nov 20, '05Nov 27, '05Dec 4, '05


2.11 Conclusion on inception phase
Activities finished

In the Inception phase we have reached the Objectives Milestone. We have found most use cases, detailed the most critical, we have structured the found use cases in a use case model. We have revised and changed our project plan, added two more risks to our risk list and we have made an iteration plan for Elaboration E1. 
Quality of artifacts

The quality of the artifacts produced we think is good. The artifacts i.e. our use case model – contain the necessary things that are needed to reach a quality product. All use cases have been identified and they clearly present the behavior of the system.
Problems faced

The biggest problem we faced in inception phase was the number of use cases. We started out inception phase by choosing out 5 use cases we found was critical to the system and which we therefore would put our concern on.
Problem solutions

We quickly found out that 5 use cases in our inception was too many, so after a small talk with our supervisors we downsized the number of use cases to focus on. Our focus was then set on the registration part of the system (Artist, room, employee and reservation registration). This helped a lot and actually made us less confused and gave us a better overview of what to do. 
3. Elaboration phase, E1

The primary objectives of Elaboration phase is to ensure that the architecture, the requirements and the plans for the project are stable enough. Because going into elaboration phase means for many systems that it moves from being a low-risk, low cost project – to being a high-risk, high cost project. Therefore the most important objective of Elaboration phase is to ensure that all system requirements are found and that all significant risk of the architecture is found.

3.1 Purpose

The purpose of Elaboration phase E1 is to develop the domain model, analyze the architecture and the use cases, designing the use cases, the classes and the GUIs, and also plan and implement the use cases. Our GUI-File Milestone is reached when we have a system with a GUI up and running based on the critical use cases i.e. UC6, 7, 19 & 2.   
3.2 Overview of activities

As stated in our Iteration plan for Elaboration, E1 we will do the following activities:

· Revision on Inception phase

· Develop the domain model

· Architectural analysis

· Use case analysis

· Use case design

· GUI Design

· Plan coding

· Coding of classes

· Unit testing

· Revise project plan & risk list

· Develop iteration plan for Elaboration, E2
3.3 Revision on Inception phase

We start out Elaboration, E1 doing some revision on our Inception phase. We have got some advices from our supervisors once again concerning the report, and these changes we have made. These changes include revision on headlines in report, adding of a business analysis to the report and revision on use cases.
3.4 Develop the domain model
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The classes in our domain model are based on the use cases which we have found. As the system and number of use cases grow, so does the domain model. 
	Name
	Description

	Artist
	A person who wants to make a reservation

	Room
	The physical room to be rented out for events

	Employee
	A person working at the Library

	Reservation
	The physical reservation made when an Artist rents a Room 

	ArtistCatalog
	The catalog containing all info on Artists

	RoomCatalog
	The catalog containing all info on Rooms

	EmployeeCatalog
	The catalog containing all info on Employees

	ReservationCatalog
	The catalog containing all info on Reservations


We have chosen to limit our project to only concern Artist, Room and Reservation. The Room class is limited to only concern the super class and not the three subclasses, and instead we add an attribute called roomType to Room. 

3.5 Architectural analysis

The architecture in our system consists of 3 layers. On top we have all the GUIs, below we have our collections/controllers and at the bottom the model classes. 

Because of the size of our system we have chosen that the catalogs are also controllers. In a larger system you would have a controller layer between the GUIs and the catalogs, because there will be many controllers operating on many catalogs. 
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3.6 Use case analysis

To help make the domain model, we have made use case analysis. By looking at our use cases we have been able to make the classes, the associations and finding the attributes. Between the object catalogs and the objects there is aggregation because an object cannot exist without the catalog. 
3.7 Use case design

In use case design we will do the System Sequence Diagrams (SSD) and the Operation Contracts for the use cases we have chosen. 
3.7.1 System Sequence Diagrams
UC6: Register Room
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UC7: Register Employee
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UC19: Register Artist
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UC2: Register Event Reservation
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3.7.2 Operation contracts

Here we show the Operation Contracts for the critical use cases. The Operation contracts which have no pre- and postconditions we don’t show. We only show the ones that change the domain model. 

UC6:



CO11: 


confirmRoomInfo(roomNo, roomType, description, rentingPrice)
Cross Ref:

Register Room

Preconditions:

There is a room registration underway

Post conditions:

a new Room room was created



room.roomNo became roomNo




room.roomType became roomType




room.description became description




room.rentingPrice became rentingPrice




room is associated with RoomCatalog
UC7: 
CO14: 


confirmEmpInfo(empNo, cprNo, name, address)

Cross Ref:

Register Employee

Preconditions:

none
Post conditions:

a new Employee emp was created




emp.empNo became empNo




emp.cprNo became cprNo




emp.name became name




emp.address became address




emp is associated with EmployeeCatalog
UC19: 
CO17: 
confirmArtistInfo(artistId, cprNo, name, address, phone, email, regYear, state)

Cross Ref:

Register Artist

Preconditions:

none
Post conditions:

a new Artist artist was created




artist.artistId became artistId




artist.cprNo became cprNo




artist.name became name




artist.address became address




artist.phone became phone




artist.e-mail became e-mail




artist.regYear became regYear




artist.state became state




artist was associated with ArtistCatalog
UC2:

CO20: 


ConfirmReservationInfo(artistId, roomNo, date, empNo)

Cross Ref:

Register Event Reservation

Preconditions:

artistId, roomNo & empNo are found

Post conditions:

A new reservation res was created




res was associated with Artist




res was associated with Room



res was associated with Employee




res was associated with ReservationCatalog

3.8 Class Design
The SSDs and operation contracts in the previous chapter show the system from a real world viewpoint. In class design we move into the world of programming. 
Here we show - by doing sequence diagrams and design class diagrams - the design and the interactions between the software classes.

3.8.1 Sequence Diagrams

CO11:
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3.8.2 Design Class Diagram
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By looking at the sequence diagrams we have been able to design our software classes. The Design Class Diagram shows the classes and the relationship between them. 
3.9 GUI Design

This is how we have decided that our GUIs should look like:
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This design we think is easy to use and therefore very user-friendly. The above GUI is a template which we intend to follow when designing the other GUIs. Screenshots of the rest of our GUI can be found in appendix A. 
3.10 Plan coding

The classes we have designed are now ready to be programmed. Our plan is to start out by coding the lowest layer in the architecture – the model classes i.e. Artist, Room and Employee. We will work from the bottom layer and upwards. So the next layer to be coded is the catalog/controller layer i.e. ArtistCatalog, RoomCatalog and EmployeeCatalog. The last layer is the GUI layer and this layer and the classes in it are coded as the last thing. 

We are going to start coding one use case at a time. First the Model class, then the Catalog/Controller and then the view or GUI class. We are going to split the three first use cases (UC 6, 7 & 19) amongst us, so every group member are coding different use cases at the same time. Then the last use case (UC2: Register Event Reservation) we will code together as it is a bit different from the others. 
As this is the way we plan our coding, changes could of course occur. Perhaps after coding our GUIs we find that something is missing or wrong, so the catalog/controller classes should be changed.
3.11 Coding of classes

3.11.1 Start up
What we don’t show in our Design Class Diagram is that we actually have a small layer between the GUIs and the Catalogs. We didn’t show it because it is only used when starting up the system. All the GUIs know the Catalogs through the LibraryHandler (as shown in the drawing below). When the system is started up and the first interface AdministrationGUI is shown, the AdministrationGUI uses the LibraryHandler, which holds all the Catalogs, to initialize the data fields in the next GUIs opened i.e. ArtistAdmGUI. This means that when ArtistAdmGUI is opened, it already knows the Catalog it is using because of the LibraryHandler.

So if we add or delete an Artist in the ArtistAdmGUI and then close the GUI, if it is opened again it has not lost the information about the Catalog because the LibraryHandler holds the Catalog. And ArtistAdmGUI is opening up the Catalog via LibraryHandler again.   
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3.11.2 Use of Array List
In our Catalogs we have decided to use Array Lists. Some would say that using Hash Maps would be better in some of our Catalogs because Hash Maps are more flexible and searching is a lot faster in Hash Maps. The reason why we have decided to use only Array Lists is our lack of knowledge on programming Hash Maps. And by looking at the size of our system we have found that for now the use of Array Lists is good enough. 

3.12 Unit testing

While programming the classes in our system testing is going on all the time. In our classes we have a main method which is used for testing the class itself. In unit testing we will state something about:
· Connection to a Database
· Testing of model classes

· Testing of Catalogs

3.12.1 Connection to a Database

We decided to make an early test connection to a database to limit the risk list expanding due to lack of software knowledge. From ArtistCatalog in main we set up a short-living connecting to InterBase with an ODBC connection. Simple object lines as shown below, was created in main with the parameters for Artist and saved for later use. 
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In InterBase we created a table “Artist” with the parameters for Artist (artistId, cprNo, name, address, phone, email, state) with cprNo as the primary key. ArtistCatalog made the connection through and the objects were saved in the database without any further problems.

Later on we will make a class CMC_Connecter with a short-living connection facade which connects to the database. We don’t consider the long-living connection in our project and we will not discuss this issue any further.

3.12.2 Testing of model classes
To be able to test the model classes as they were programmed, we decided to construct them with a main method. Then we could test them in main when we finished programming the class.
As an example we have shown the Room class. In main we construct an object of the class itself and do a simple “system.out.println()”. 
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The next screenshot shows the print out and proves that the model class is working.
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3.12.3 Testing of Catalogs

Just like the model classes our Catalogs were constructed with a main method. To test the Catalog, in main() we created an object of the class itself. Created the model object and added it to the Catalog. 
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The screenshot on the next page shows the print out of the catalog.
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Status of program: We now have all our GUIs up and running, and from the GUIs you can create objects and add them to the catalogs, and then you can show all contents of the catalogs. 

3.13 Revise project plan & risk list

Because of our project going better and moving faster than we expected, we decided together with our supervisors to add a Construction phase to our project. 
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In our former project plan designing and programming of the database part was going to take part in Elaboration E2. As we have put in a Construction phase we have decided that the programming and construction will take place in Construction phase. And in Elaboration E2 we will focus on establishing connection to a database via OBDC and designing the database. 
We have decided to move the GUI Database Milestone to the end of the Construction phase, and add a new one called GUI Database Design Milestone at the end of Elaboration E2. 

GUI Database Design Milestone

Analysis and design of use cases from GUI to Database is finished. All use cases concerning Artist are fully functional from GUI to Database. 
GUI Database Milestone

Implementation of use cases that works from GUI to Database is finished.

We don’t show Project establishment and Inception phase in this project plan as they are finished and therefore not necessary to put any focus on. In Elaboration E1 we didn’t encounter any new risks. 
3.14 Develop iteration plan for Elaboration, E2

Below we show our iteration plan for Elaboration E2 as we expect it to be. Working hours are estimated. As shown in our project plan it only lasts one week. 
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IDTask NameDurationWorkStart

1Elaboration E25 days37 hrsMon 12/5/05

2 Revision on Elaboration E11 day1 hrMon 12/5/05

3 Requirements1 day3 hrsMon 12/5/05

4 Detail UC1: Search for available Room 1 day1 hrMon 12/5/05

5 Detail UC3: Cancel Event Reservation1 day1 hrMon 12/5/05

6 Detail UC14: List all reservations1 day1 hrMon 12/5/05

7 Analysis and Design1 day11 hrsTue 12/6/05

8 Architectural analysis1 day3 hrsTue 12/6/05

9 Use Case Design1 day3 hrsTue 12/6/05

10 Class Design1 day3 hrsTue 12/6/05

11 GUI Design1 day2 hrsTue 12/6/05

12 Implementation2 days19 hrsWed 12/7/05

13 Relational Database Implementation1 day8 hrsWed 12/7/05

14 Plan coding1 day1 hrWed 12/7/05

15 Coding of classes1 day4 hrsThu 12/8/05

16 Coding of persistent classes1 day4 hrsThu 12/8/05

17 Unit testing1 day2 hrsThu 12/8/05

18 Management1 day3 hrsFri 12/9/05

19 Revise the project plan1 day1 hrFri 12/9/05

20 Revise the risk list1 day1 hrFri 12/9/05

21 Develop Iterationplan for Construction1 day1 hrFri 12/9/05

SMTWTFSS
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3.15 Conclusion on Elaboration, E1

Activities finished

In Elaboration E1 we developed the domain model, found the architecture of our system, we designed the use cases, the classes and the GUIs, and we made the necessary coding. The goal of Elaboration E1 was to reach the GUI File Milestone and so we did. 
Quality of artifacts

As we have our program with GUIs and all up and running, we think that the quality of our artifacts is good. 
Problems faced

In Elaboration we faced some problems concerning our lack of previous experience with this kind of project. The problems were about when to do what and how much to do in this phase.  
Problem solutions

To solve the problem we talked to both our supervisors to get a hold of where in our project we were. And according to their advices we found out what we should keep in our project and what we shouldn’t. So from talking to them about it, we actually learned a lot which we can use when we are to do another project of this kind. 
4. Elaboration phase, E2
4.1 Purpose

The purpose of Elaboration phase E2 is to analyze and design more use cases to build up the system. Furthermore the purpose is to go from a non-persistent system, to a persistent system that works from GUI to Database. In Elaboration E2 we decided to put all analysis and design of the database part of the system, making everything concerning CRUD on Artist work from GUI to Database, so the GUI Database Design Milestone is reached, when this is done. 
4.2 Overview of activities

In Elaboration phase E2, we are going to do the following activities:

- Revision on Elaboration phase E1

- Detail relevant use cases

- Architectural analysis

- Use Case design

- Class design

- GUI design
- Plan Coding

- Coding of classes

- Unit testing

- Revise project plan & risk list

- Develop iteration plan for Construction
4.3 Revision on Elaboration E1

As in the other phases we started out doing some revision on the previous phase. This time we did some revision on our report, and changed a few drawings where names were wrong, and some places we inserted new for example the drawing of our architecture in system. 
4.4 Detail relevant use cases
To build up/extend our system we have decided to detail some more use cases to extend the functionalities of our system. The use cases are chosen based on the CRUD (Create/Read/Update/Delete) sentence. These are the four methods that are always needed in a system like ours. Only Update we will touch. The use cases chosen are:
· UC1: Search for available room

· UC3: Cancel Event Reservation

· UC14: List all Reservations

We have chosen to focus on the Use Cases concerning Reservation because this is the main focus of our system. And when the above use cases are analyzed and designed we will be able to do create, delete and find or search for a reservation. 


We will not detail the CRUD use cases for Artist, Room and Employee as they are so much like the Reservation use cases. 

UC1: Search for available room

Scope: Fantasy Library Events

Level: user goal

Primary actor: Secretary

Stakeholders and Interests:

Preconditions: None

Post conditions: None

Main success scenario:

1. An Artist contacts the FLE office with a wish to know if there is an available room on a specific date. 

2. Secretary starts new search.

3. Secretary enters the specific date.

4. System presents a list of available rooms.

UC3: Cancel event reservation

Scope: Fantasy Library Events

Level: user goal

Primary actor: Secretary

Stakeholders and Interests:

Preconditions: Reservation is made

Post conditions: Reservation is deleted

Main Success scenario:
1. Artist wants to cancel a reservation. 

2. Secretary enters reservationId.

3. System presents reservation information to cancel.

4. Secretary checks information and confirm delete.

5. System deletes reservation. 

UC14: List all Reservations

Scope: Fantasy Library Events

Level: user goal

Primary actor: Manager

Stakeholders and Interests:

Preconditions: None

Post conditions: None

Main success scenario:

1. Manager wants to get a list of all reservations made. 

2. Manager starts new enquiry.

3. System presents a list of all reservations.
4.5 Architectural analysis
As we are now moving into having a persistent system working from GUI to Database, we also need to make a new architectural analysis. The new architecture in our system is displayed below. 

On top we still have our GUIs. New DB-GUIs working on database are created and are actually replacing the normal GUIs. Next layer is the controllers. We have decided to use DB-controllers to handle the CRUD SQL-sentences for every table in the database.  

To get information out of the database we need to connect to the database. We have decided to use short-living connections, establishing this connection through a DB-Facade. The reason why we have decided to use short-living connections is that the system is future proof for multi-user purposes. 

The Database facade consists of a DMC_Connector holding an instance of DMC_Library, which then again holds the JDBC/ODBC connection to the database. All DB-controllers then extend the DMC_Connector and this makes opening and closing of the database connection very easy as we then only need to call the open/close methods in DMC_Connector. 
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4.6 Use Case Design

Here we show the System Sequence Diagrams and Operation Contracts for the use cases we decided to bring to the system. 

4.6.1 System Sequence Diagrams

UC1: Search for available room
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UC3: Cancel Event Reservation
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UC14: List All Reservations
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4.6.2 Operation Contracts

Here are the Operation Contracts for the use cases. Only the ones that change the domain model are shown. 
UC3:
CO8: 


confirmCancelRes(reservationId)

Cross Ref:

Cancel Event Reservation

Preconditions:

reservation is found
Post conditions:
Current Reservation is removed

4.7 Class Design
4.7.1 Sequence Diagrams
For the three use cases we decided to only show the sequence diagram for CO8, as it is the most important and the most advanced where something happens in the system. 

CO8:
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4.7.2 Design Class Diagram

There are no graphical changes to our design class diagram, only the classes are now containing more methods. The new methods are the ones from the use cases touched in Elaboration phase E2. The Design Class Diagram is on next page. 
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4.8 GUI design

Nothing in the design of our GUI is changed. All the GUIs still look the same way. See appendix A. 

4.9 Plan Coding

To reach the Milestone of Elaboration E2, we need to reach persistency of our Artist class. This means coding of all the layers from Database to GUI. We start out by creating the DB-table Artist with the parameters. Next we program the controllers and the DB-facade. As the last thing we create the GUI to handle it all. All group members participate in the programming as this is something we not programmed so much before. So it is important for all members to really learn and the experience of programming this. 
4.10 Coding of classes

4.10.1 DB-Facade
The purpose of using a DB-facade is to hide all the things going on establishing the connecting to the database. The facade in our system consists of three classes, and actually you can say that it is only two. Because we are only going to program the two classes DMC_Library and DMC_Connector. The JDBC/ODBC connection as made by installing a driver on the computer establishing this connection. To show how the classes work and how they establish the connection we will show some pieces of our code. 
DMC_Library

Below is shown the contructor in DMC_Library. The constructor consists of 4 datafields – login, passwd, url and driverClass. “Login” and “passwd” are used for logging into the database. “Url” shows the path of where to find the database, and the last data field “driverClass” shows the driver used for establishing connection. In this case a JDBC/ODBC driver from Sun. 
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To establish the connection and creating the statement we make a method called connect() with a try/catch sentence. In this connect() method we get the connection based on the url, login and password, and then we create the Statement based on the connection.
If there are any exceptions they are caught and printed on screen. 
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The methods getStatement() and getConnection() returns the statement and the connection so we can get it from other classes.  
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The last method is the close() method. If the connection and the statement are both null they are closed, otherwise an exception is thrown, and printed. 
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DMC_Connector

The other class in our DB-Facade is DMC_Connector. This class consist of two methods – Connector() and Closing(). 
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Connector() is creating an instance of DMC_Library, and from DMC_Library it gets the statement and the connection. Closing() is closing the connection also based on the instance of DMC_Library. 

The controller classes on top of the DB-Facade in our architecture then extend the DMC_Connector class and to then when opening and closing the connection it is easy to just call connector() and close(). 
4.11 Unit testing

As we have not yet learned any real unit testing methods we cannot perform any. The only way we can test our program is to open it and test if all is functional. We tested out our new DB-GUI and we found that everything works fine. All is functional.   
4.12 Revise project plan & risk list
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At this point of time we don’t have any changes to our project plan. As stated in the project plan next phase will be construction phase ending our project. We have not encountered any new risk in Elaboration E2.

4.13 Develop iteration plan for Construction

Below is shown the iteration plan for Construction as we expect it to look like. Working hours are estimated. 
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IDTask NameDurationWorkStart

1Construction4 days25 hrsMon 12/12/05

2 Revision on Elaboration E21 day1 hrMon 12/12/05

3 Analysis and Design1 day2 hrsMon 12/12/05

4 Class Design1 day2 hrsMon 12/12/05

5 Implementation4 days20 hrsMon 12/12/05

6 Relational Database Implementation1 day5 hrsMon 12/12/05
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11 Revise the project plan1 day1 hrThu 12/15/05

12 Revise the risk list1 day1 hrThu 12/15/05
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4.14 Conclusion on Elaboration, E2

Activities finished

In Elaboration E2 we detailed, designed and implemented more relevant use cases to the system. We did an architectural analysis and found the architecture we wanted to use for creating persistency – GUI to DB – in our system. GUI Database Design Milestone was reached, as we now have our system up and running on all use cases concerning Artist. 
Quality of artifacts

We think we have reached a satisfying quality of our artifacts as we now have a system up and running from GUI to Database. 
Problems faced

In this phase of Elaboration we didn’t really face any big problems. Only some very small problems concerning the architecture of our persistent system were faced.
Problem solutions

The small problems faced were in a quick manner solved on-the-fly. 
5. Construction phase

5.1 Purpose
The purpose of construction phase is to add persistency to the rest of our use cases. The GUI Database Milestone is reached when all implementation of use cases that works from GUI to Database in finished.
5.2 Overview of activities

In Construction phase, we will do the following activities:
· Revision on Elaboration, E2

· Design Class Diagram
· Relational Database Implementation

· Plan coding

· Coding of classes

· Unit testing
5.3 Revision on Elaboration, E2

We have not found anything in Elaboration E2 that needs a change. Therefore no revision was done.

5.4 Design Class Diagram
We have designed a new design class diagram with the new classes for handling persistency and establishing connection to database. The new diagram can be found in appendix B. 
5.5 Relational Database Design

The purpose of this activity is to implement our design in a Relational Database (RDB). 

We are going to describe and do the following activities:

- Categorize the classes and transform into relations

- Transform associations and generalization structures into relations

- Define and describe the relations, attributes, keys and domains 

- Create a Database Model Diagram

- Normalize the tables

5.5.1 Categorize the classes and transform into relations
According to their responsibility we have categorized to classes the following way:

Presentation classes, i.e. GUIs:

AdministrationGUI, ArtistAdmGUI, RoomAdmGUI, EmployeeAdmGUI, ReservationAdmGUI


Interface classes to technical devices and/or other systems:


None


Controller classes:

CMC_ArtistSQL, CMC_EmployeeSQL, CMC_RoomSQL, CMC_ReservationSQL

Catalogs/Collection classes with responsibility of holding other classes:

ArtistCatalog, EmployeeCatalog, RoomCatalog, ReservationCatalog

Data classes holding persistent data/information:

Artist, Employee, Room, Reservation

The CMC-classes are the classes that have been transformed from the Catalogs/Collections category, which are handling the access and sql-queries to the Database.
The classes in the data class category are holding the information that is to be put into the RDB and they will be transformed directly into relations/tables. 

All the classes in the data class category with persistent data are taken directly as candidates to relations, giving the following preliminary list of relations:

Relation List
	Fantasy Library Events
	No.1

	Version 1.0

	Date
12.12.2005
	Initials
<LTD>

	Relation name
	Definition/Description
	Aliases
	Remarks/

Occurrences

	Artist
	Person who can rent rooms at the FLE
	Customer
	Many

	Employee
	Person who works at the FLE
	
	Many

	Reservation
	Reservation of Room by an Artist
	
	Many

	Room
	Item for renting/reserving from FLE
	
	Many


Based on this relation list we will now discuss the different possibilities of relationships/associations and possible changes in the interpretations of our design diagram. 

5.5.2 Transform associations and generalization structures into relations
One-one (1-1) structures
There are no 1-1 structures.

One-many (1-*) structures

Here we have Artist-Reservation, Room-Reservation and Employee-Reservation. These one-may associations are transformed into relations. During this phase we insert foreign keys to the weaker part of the relation, also known as the many part in the association. This means that the connection is now represented by the foreign keys. 
Many-many (*-*) structures

There are no *-* structures.

As we don’t have any classes with inheritance, we will not do any transformation of generalization structures into relations.

During this transformation nothing has been changed in our design diagram. 
5.5.3 Define and describe the relations, attributes, keys and domains

Database relations:

From the above discussion we have clarified the relationships/associations giving the following list of relations:

Relation List
	Fantasy Library Events
	No.1

	Version 1.0
	Date
13.12.2005
	Initials
<LTD>

	Relation name
	Definition/Description
	Aliases
	Remarks/

Occurrences

	Artist
	Person who can rent rooms at the FLE
	Customer
	Many

	Employee
	Person who works at the FLE
	
	Many

	Reservation
	Reservation of Room by an Artist
	
	Many

	Room
	Item for renting/reserving from FLE
	
	Many


Relationship List
	Fantasy Library

Event System
	No. 1
	Version
1.0
	Date
13.12.2005
	Initials
<LTD>

	Relation 
	Association
	Relation 
	Multiplicity
	Participation

	Artist
	Can make
	Reservation
	1..1 to 0..*
	O:M

	Reservation
	Consist of
	Room
	0..* to 1..1
	M:O

	Reservation
	Is registered by
	Employee
	0..* to 1..1
	M:O


Shorts used as follows:
	Participation

	M: Mandatory

	O: Optional


The table is to be read like this:
Reservation has mandatory participation in this association – means that Reservation cannot be created without an Artist.

Artist has optional participation in this association – means that Artist can be created and exist without any Reservation. 

Attributes and keys

We have the following relations/tables and attributes:

Relation Attribute List
	Fantasy Library


	No.1

	Version 1.0

	Date
13.12.2005
	Initials
<LTD>

	Relation name
	Attributes 

	Artist
	artistId, cprNo, name, address, phone, email, regYear, state

	Employee
	empNo, cprNo, name, address

	Room
	roomNo, roomType, description, rentingPrice

	Reservation
	reservationId, artistId(FK), roomNo(FK), reservationDate, eventDuration, eventType, empNo(FK)


The primary keys are marked as underlined and most like artistId, empNo and roomNo are evident. In Reservation we decided to use an attribute reservationId as primary key to uniquely identify the row, and therefore ensure proper normalization. Normalization will be described later. artistId, roomNo and empNo are put into Reservation as foreign keys, because they refer to the primary keys in the other relations. 
Specification of attributes and domains
Relation Attribute Description List
	Fantasy Library

Event System 
	No. 1

	Version 1.0

	Date
13.12.2005
	Initials
<LTD>

	Relation
	Attribute
	Key
	Description
	Default Value
	Allowed

NULL
	Composite

	Artist
	artistId
cprNo

name

address
phone

email
regYear

state
	PK

	Uniquely identifies
	2005

Active
	No
No

No

No

No

Yes

No

No
	No

Yes (critical)

No

No

No



	Employee
	empNo
cprNo
name
address
	PK 


	Uniquely identifies
	
	No
No

No

No
	No

No

No

Yes



	Room
	roomNo
roomType
description
rentingPrice
	PK

	Uniquely identifies 
	
	No
No

No

No
	No

No

No

No

No



	Reservation
	reservationId
artistId

roomNo

reservationDate

eventDuration

eventType

empNo
	PK 

FK

FK

FK
	Uniquely identifies

Refers to Artist
Refers to Room
Refers to Employee
	
	No
No

No

No

No

No

No
	No

No

No




Attribute Domains
	Fantasy Library 

Event System
	No.

1
	Version

1.0
	Date
13.12.2005
	Initials
<LTD>

	Relation
	Attribute
	Data Type
	Set of Value
	Format

	Artist
	artistId

cprNo

name

address

phone

email

regYear

state
	VarChar(5)

VarChar(10)

VarChar(30)

VarChar(50)

VarChar(8)

VarChar(30)

Numeric(4)

VarChar(7)
	0-9 digits

0-9 digits and cpr-rules

Any

Any

0-9 digits

Any

0-9 digits

Active, Passive, Illegal 
	None

xxxxxxxxxx

None

None

xxxxxxxx

None

xxxx



	Employee
	empNo

cprNo

name

address
	VarChar(2)
VarChar(10)

VarChar(30)

VarChar(50)
	0-9 digits
0-9 digits and cpr-rules

Any

Any
	None
xxxxxxxxxx

None

None

	Room
	roomNo

roomType

description

rentingPrice
	VarChar(2)
VarChar(15)

VarChar(30)

VarChar(7)
	0-9 digits
Auditorium, Meeting Room, Exhibition Room

Any

0-9 digits
	None
None

None

	Reservation
	reservationId

artistId

roomNo

reservationDate

eventDuration

eventType

empNo
	VarChar(5)
VarChar(5)

VarChar(2)

VarChar(8)

VarChar(7)
VarChar(10)

VarChar(2)
	0-9 digits
0-9 digits

0-9 digits

0-9 digits

4 hours, 1 day, 1 week, 1 month

Meeting, Exhibition, Lecture

0-9 digits
	None
None

None

xxxxxxxx

None


5.5.4 Create a Database Model Diagram
Our class diagram was used as a starting point and based on the relations/relationships we have found, we can now draw the database model diagram.
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5.5.5 Normalize the tables
To avoid redundancy of data in our database we will normalize the tables based on the rules of normalization. 
To start out a table is always on 1st Normal Form (NF), perhaps consisting of more than one primary key. Then when the primary key is just one attribute and this attribute uniquely identifies the row it is automatically on 2nd NF, and then if no attributes determines other attributes the table will be on 3rd NF.
Our supervisor Michael had a little jingle to use when normalizing, sounding a lot like a very famous sentence used when the American president is sworn in: 

1NF:

The key

2NF:

The whole key

3NF:

And nothing but the key
Our four tables are all on 3rd NF, because there is only one primary key in the tables and all attributes are uniquely identified by the primary key. 
5.6 Plan coding

To reach the GUI Database Milestone means that we have to code the rest of our use cases – because we need to get full persistency in our program.

We start out by creating the 4 database tables. This is done with SQL-sentences in the Database program InterBase. All the SQL-sentences used for creating the tables are to be found in appendix C. 
Next thing to do is to code the classes so they are able to handle persistency. These classes are the CMC classes (CMC_ArtistSQL, CMC_RoomSQL etc.). And as the last thing we program the GUIs that are now working on the CMC classes. 
We decided to all participate in coding these classes as we can all learn a lot from programming something we have not done before.

5.7 Coding of classes

In this chapter we will explain some of the code from our new CMC classes handling the SQL-sentences for getting information out of our database. We decided to use CMC_Artist for this purpose.

To start out we created a new method, toDBString(), in the model class Artist. This method holds the SQL-sentence for showing all information about Artist.  
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Next we created the CMC_ArtistSQL handling the CRUD SQL-sentences on Artist. As mentioned earlier on we use a short living connection to our database, by calling the connector() method inherited from DMC_Connector we open up the database connection. 

Next thing we do is that we make a try/catch sentence. Here we have the SQL-sentence that is used when inserting into a table in the database. The artist object is turned into a string with the method .toDBString() just mentioned. And then with our statement we execute and insert the Artist information into the Database.
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In the ArtistDBAdmGUI we then have an instance of CMC_ArtistSQL, and from the GUI we then call the methods used for inserting. 
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5.8 Unit testing
As we have not learned any real testing methods the only way we can test our program is to do different scenarios for finding errors in the program. These small tests we do by entering wrong information in the program and then see how the program reacts, and if it allows errors. And by doing it this way we can find errors and correct the errors in our code. 
5.9 Conclusion on Construction
Activities finished

The activities we finished were design of the new classes and relational database design which included transformation of associations into relations, defining and describing the relations, attributes, keys and domains. Finally we created the Database Model Diagram.
In Construction we reached the GUI Database Milestone. The objective of the milestone was to have a fully working system from GUI to Database. This objective we have fulfilled.

Quality of artifacts

We think the quality of the artifacts finished in construction is good. All database tables have been normalized to 3rd Normal Form which is good, and all parts of our program work. 
Problems faced

In Construction we didn’t face any really big problems. Possible problems we removed in end of Elaboration E2 when we made the Artist work all the way from GUI to DB. This we have found was a good way to minimize the risk of possible problems in construction.
6. Project Conclusion
This project was the first real project we, as a group, have made. Until finishing this project we had never tried to develop a software system all the way from design to having a final software product. The purpose of this project was of course to develop a software system, but on the other hand it was just as much about learning and getting experience as a group. 
This project has given us a lot more experience in:

· Project Management

· System Development

· Teamwork

In this conclusion we will describe our final product, some future product considerations and finally we will go further into details on the different aspects in which we have gotten more experience.

6.1 Final Product

Our final product is a single-user system used for administrating reservations of rooms rented out at the Fantasy Library Events. With our system, the FLE is able to administrate renting out of rooms and all information about customers, employees and rooms at the FLE.
Different user interfaces ease the understanding of the system and makes it very user friendly. The boundary of the system goes to creating a reservation on a room. 
Our system is missing an edit function – due to lack of time and we also considered it not so important. Automated numbering of artists and reservations we also discussed having in our system, but this idea was also dropped due to lack of time and downsized importance to the system. 
Of course an administrative system like ours should be able to be used for doing more advanced stuff. These future product considerations we will now describe.
6.2 Future product considerations

In future it is possible to integrate many more advanced things to our system. For the reservation part of the system these more advanced functionalities could be; a billing system for renting, an advanced calendar function for a total overview of room reservations and automated numbering of artistIds and reservationIds. 
Other future functionalities to system could be; integrate our system into existing library system, a homepage where customers can search for events and available rooms and then do the booking online. The opportunity of reserving rooms online we think is almost a “must-have”, as it will ease reservation administration a lot and also because it is so common now-a-days to have it.  
6.3 Experience
During this project period we have learned a lot of things and gotten a lot of experience in developing a software system single-handed. Below we will go more thoroughly into the categories in which we have gained experience.
6.3.1 Project Management

This project was the first project where we have done project management. This of course means that we gained a lot of useful experience in this subject. At the start of the project we developed a project plan with milestones. Having this project plan and all the time knowing what to do in each phase and iteration made it a lot easier for us to reach the milestones. 
However, due to lack of experience in project management, we found that design and implementation, we did a lot faster than expected, so at the end of our project we had to alter our project plan. This made it possible to add one more phase to the project; namely Construction phase. 
Before going into this project we found that project management and planning was not the most important subject. We have now learned that planning is a very significant activity in the software development process, and good management is a key activity to ensure a good process quality and a good final product. 
6.3.2 System development
Developing this system has giving us a lot of experience in using Unified Process as our development methodology. Unified Process has taught us to work iteratively i.e. step by step. We have learned how to specify requirements and design software from the bottom. 
We also learned that it is important to do implementation along with design, because having one use case fully working makes implementation and design of the rest much easier and minimizes the risk of errors. 

6.3.3 Teamwork

Doing a project of this scale and with many relatively new things we have found that team work is absolutely necessary to achieve a good quality product. 
During the project period we have had many group discussions in order to clarify what, when and how to handle obstacle occurring underway. Discussions helped us determine the best solution to the problem faced. By letting all group members act as all the different UPEDU-roles, problems are looked at with different point of views and therefore different solutions to the problems are found and then discussed. Discussions help finding the best solution to a problem. 
In a group people will always has different levels of skills in the subjects. Teamwork we think has helped us improve our personal skills and also helped improving our skills as a group. 
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